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Fig. 1. ∇-Prox is a domain-specific language (DSL) and compiler that transforms optimization problems into differentiable proximal solvers. Departing
from handwriting these solvers and differentiating via autograd, ∇-Prox requires only a few lines of code to define a solver that can be specialized to
respect a memory or training budget by optimized algorithm unrolling, deep equilibrium learning, and deep reinforcement learning. ∇-Prox allows for rapid
prototyping of learning-based bi-level optimization problems for a diverse range of applications. We compare our framework against existing methods with
naive implementations. ∇-Prox is significantly more compact in terms of lines of code and compares favorably in memory consumption for diverse tasks.

Tasks across diverse application domains can be posed as large-scale opti-
mization problems, these include graphics, vision, machine learning, imaging,
health, scheduling, planning, and energy system forecasting. Independently
of the application domain, proximal algorithms have emerged as a formal op-
timization method that successfully solves a wide array of existing problems,
often exploiting problem-specific structures in the optimization. Although
model-based formal optimization provides a principled approach to problem
modeling with convergence guarantees, at first glance, this seems to be at
odds with black-box deep learningmethods. A recent line of work shows that,
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when combined with learning-based ingredients, model-based optimization
methods are effective, interpretable, and allow for generalization to a wide
spectrum of applications with little or no extra training data. However, exper-
imenting with such hybrid approaches for different tasks by hand requires
domain expertise in both proximal optimization and deep learning, which is
often error-prone and time-consuming. Moreover, naively unrolling these
iterative methods produces lengthy compute graphs, which when differen-
tiated via autograd techniques results in exploding memory consumption,
making batch-based training challenging. In this work, we introduce ∇-Prox,
a domain-specific modeling language and compiler for large-scale optimiza-
tion problems using differentiable proximal algorithms. ∇-Prox allows users
to specify optimization objective functions of unknowns concisely at a high
level, and intelligently compiles the problem into compute and memory-
efficient differentiable solvers. One of the core features of ∇-Prox is its full
differentiability, which supports hybrid model- and learning-based solvers
integrating proximal optimization with neural network pipelines. Exam-
ple applications of this methodology include learning-based priors and/or
sample-dependent inner-loop optimization schedulers, learned with deep
equilibrium learning or deep reinforcement learning. With a few lines of
code, we show ∇-Prox can generate performant solvers for a range of image
optimization problems, including end-to-end computational optics, image
deraining, and compressive magnetic resonance imaging. We also demon-
strate ∇-Prox can be used in a completely orthogonal application domain
of energy system planning, an essential task in the energy crisis and the
clean energy transition, where it outperforms state-of-the-art CVXPY and
commercial Gurobi solvers.
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1 INTRODUCTION
A broad array of problems in the sciences, engineering, economics,
health, and fabrication can be cast as formal optimization problems
[Wright et al. 1999]. Remarkably, proximal optimization algorithms
[Parikh and Boyd 2014] have emerged across all of these diverse ap-
plication domains as optimization methods as a direct result of being
flexible and handling large-scale problems. In contrast to conven-
tional interior-point or active set methods that solve minimization
problems of modest size, proximal algorithms scale to constrained
large-scale problems [Boyd et al. 2011] with millions of variables.
Defining a class of algorithms, proximal methods sit at a higher
level of abstraction than typical optimization methods that directly
evaluate first and second-order derivatives for a given problem. In-
stead, proximal algorithms interact with proximal functions, which
themselves can be minimization problems. As such, task-specific
proximal algorithms are capable of exploiting application-specific
problem structures in domains such as imaging optimization prob-
lems [Heide et al. 2016], control and scheduling problems [Parikh
and Boyd 2014]. However, although this proximal algorithm mod-
eling provides a principled approach with rigorous convergence
guarantee [Komodakis and Pesquet 2015; Nishihara et al. 2015;Wang
et al. 2019], existing model-based formal optimization methods ap-
pear to be at odds with black-box deep learning methods, which also
solve high-dimensional data fitting problems, and, albeit missing
convergence guarantees, have been broadly deployed for inverse
problems and prediction tasks across almost all application domains
[Almagro Armenteros et al. 2019; Goodfellow et al. 2016; Lai et al.
2022; LeCun et al. 2015; Ongie et al. 2020; Ozturk et al. 2020; Silver
et al. 2017; Zhao et al. 2019].

Indeed, learning-based methods, especially deep neural networks
represent a different paradigm that extracts task-specific priors
from data, in lieu of formalized domain knowledge exploited in
model-based optimization methods. As a direct result, black-box
deep learning methods can learn to fit high-dimensional and com-
plex data with expressiveness far beyond existing analytical models
but have trouble generalizing to unseen domains where the data
distribution does not resemble that of the training set. In contrast,
model-based optimization methods are less expressive but often
generalize more effectively.
Recently, these benefits and drawbacks have spurred strong in-

terest in developing hybrid methods that embrace the best of both

worlds. Researchers have combined model-based optimization meth-
ods with learning-based components, allowing for effective, inter-
pretable, and generalizable methods with little or no extra train-
ing data [Diamond et al. 2017; Kamilov et al. 2023; Monga et al.
2021; Shlezinger et al. 2020; Wei et al. 2022a; Zhang et al. 2021].
However, implementing and prototyping such hybrid methods for
different tasks by hand requires domain expertise on both proximal
optimization and deep learning. While modern deep-learning model-
ing languages allow for fast prototyping, implementing proximal
algorithms is often error-prone and time-consuming. This inherent
difficulty stems from the ambiguities when formulating a certain
(possibly ill-posed) problem as an optimization function and com-
piling this optimization function to a proximal solver. Finding an
effective optimization method thus typically requires exploring a
large space of problem formulations, translations, and solvers. This
is even more challenging when considering differentiable solver
designs that have to account for loop termination and many distinct
ways to construct a hybrid pipeline taking other differentiable al-
gorithm components, such as a downstream neural network, into
account. As a result, existing methods mostly rely on unrolling these
iterative optimization methods to produce lengthy compute graphs
that can be differentiated via autograd techniques. This results in
exploding memory consumption and making batch-based training
challenging without costly GPU hardware with hundreds of GBs of
memory available (see Figure 1).

In this work, we address these challenges by introducing ∇-Prox,
a domain-specific modeling language and compiler for large-scale
optimization problems with differentiable proximal algorithms. Al-
though not limited to a specific application domain, we focus our
work on large-scale image optimization problems. As such, we build
on the proximal image optimization framework ProxImaL [Heide
et al. 2016]. ∇-Prox allows users to specify optimization objective
functions of unknowns concisely at a high level using an intuitive
syntax that follows the mathematical objectives and then compiles
the problem into efficient differentiable solvers exploiting problem-
specific structures automatically. It inherits most assets from Prox-
ImaL, i.e., the compiler pipeline consisting of problem rewriting,
splitting, and scaling. But, unlike ProxImaL, ∇-Prox supports full dif-
ferentiability, which goes beyond conventional auto-differentiation
mechanisms [Paszke et al. 2017, 2019]. Specifically, ∇-Prox supports
equilibrium learning and reinforcement learning based bi-level op-
timization schemes that do not require unrolling algorithms into
lengthy compute graphs. As such, the proposed DSL supports hy-
brid model-based and learning-based solvers that merge proximal
optimization with deep neural network pipelines in a structured
manner. The computational graphs and gradients computed by ∇-
Prox seamlessly integrate with modern deep learning modeling
frameworks such as PyTorch.

With these differentiable solvers in hand, ∇-Prox enables users to
construct hybrid solvers with learning-based task-oriented priors
and/or sample-dependent inner-loop schedulers. Based on memory
and compute resources available for training, users can train hy-
brid solvers with distinct learning strategies including algorithm
unrolling [Diamond et al. 2017; Monga et al. 2021], deep equilibrium
learning [Bai et al. 2019; Gilton et al. 2021] and deep reinforcement
learning [François-Lavet et al. 2018; Wei et al. 2020]. As such, the
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proposed method allows for rapid experimentation with a variety
of learned solvers and training approaches without the pain of man-
ually implementing these methods and training schemes.
We validate the utility of ∇-Prox on a diverse set of imaging ap-

plications, including end-to-end computational optics that jointly
optimizes diffractive optical element and image reconstruction (joint
deconvolution and denoising) algorithm, image deraining, and com-
pressive magnetic resonance imaging. In these applications, dif-
ferentiable components are learning-based priors and/or sample-
dependent inner-loop schedulers as well as the whole proximal
optimization pipeline including the parameters themselves. We find
that, in many cases, a few lines of ∇-Prox code can generate highly
efficient differentiable solvers that achieve state-of-the-art results
when trained in an end-to-end fashion. We also show ∇-Prox can be
effective in a completely orthogonal application domain of energy
system analysis and planning, an essential task in energy security
and the transition to climate neutrality.
The main contributions in this work are as follows:

• We introduce ∇-Prox, a domain-specific modeling language
and compiler tailored for large-scale optimization using dif-
ferentiable proximal algorithms. The compiler takes a user
problem description and solver choice as inputs, and then
automatically compiles them into an efficient differentiable
solver that can be combined with other differentiable algo-
rithm components.

• We devise ∇-Prox in a fully differentiable manner, which sup-
ports hybrid model-based and learning-based solvers blend-
ing proximal optimization with neural network pipelines. To
tackle memory and compute in bi-level optimization, ∇-Prox
employs reinforcement and deep equilibrium learning beyond
unrolling.

• We validate that ∇-Prox is easy to use yet highly perfor-
mant, achieving state-of-the-art results on a variety of large-
scale optimization problems on visual data. We also demon-
strate that ∇-Prox allows applying differentiable proximal
algorithms to orthogonal application domains.

All code, examples, and documentation are publicly available at
https://github.com/princeton-computational-imaging/Delta-Prox.

2 RELATED WORK
Proximal Optimization. Tracing back to the 17th century, to find

optima of functions under certain conditions, Fermat and Lagrange
found closed-form formulae, while Newton and Gauss proposed
iterative methods to find an optimum as a sequence of smaller opti-
mization steps, each moving closer to the optimum. Since Moreau’s
proximation theorem [Moreau 1965] in the middle of the last cen-
tury, a large body of work has approached large-scale optimization
problems using operator-splitting methods and proximal algorithms
[Boyd et al. 2011; Parikh and Boyd 2014]. This includes success-
ful proximal gradient descent (a.k.a. forward–backward splitting
[Bruck Jr 1975]) and its accelerated versions such as fast iterative
shrinkage/thresholding algorithm (FISTA) [Beck and Teboulle 2009],
proximal point method [Rockafellar 1976], alternating direction
method of multipliers (ADMM) [Gabay and Mercier 1976], half-
quadratic splitting (HQS) [Geman and Yang 1995], and primal-dual

hybrid gradient, e.g., the Chambolle-Pock algorithm [Chambolle
and Pock 2011]. These proximal optimization methods were initially
developed to tackle the non-smoothness of convex optimization
objectives that are hard to be coped with by classic methods (like
Newton’s method). Recent works have shown the applicability and
superiority of proximal algorithms to non-convex optimization prob-
lems and even established local and global convergence guarantees
under certain conditions [Attouch et al. 2013; Li and Pong 2015; Li
et al. 2017; Mollenhoff et al. 2015; Nishihara et al. 2015; Wang et al.
2019].

Domain-specific Languages for Optimization, Graphics, and Vi-
sion. To facilitate the fast development and prototyping of opti-
mization solvers tailored for specific problems, a wide array of
domain-specific modeling languages (DSL) for optimization exists.
CVX [Grant and Boyd 2014] (and its siblings CVXPY [Diamond
and Boyd 2016] and Convex.jl [Udell et al. 2014]) are popular ex-
amples that have been applied across disciplines. While these DSLs
are expressive, they are restricted to convex optimization, and they
struggle to scale to large-scale (image) optimization problems with
millions of variables involved. A line of work investigates scaling
these optimization DSLs to larger problems, especially prevalent
in computer graphics and vision, which includes methods that rec-
ognize and exploit fast proximal operators and linear transforms
[Becker et al. 2011; Diamond and Boyd 2015] as well as efficient
matrix-free methods, symbolic differentiation, scheduling trans-
forms for large-scale nonlinear least squares optimization [DeVito
et al. 2017; Mara et al. 2021]. Most closely related to our work is
ProxImaL [Heide et al. 2016], an image optimization DSL in this
same line of research. ProxImaL allows formulating and compiling
non-convex objectives with even non-analytical cost functions (such
as image priors characterized by black-box denoisers). In contrast to
ProxImaL, ∇-Prox incorporates full differentiability, including effi-
cient training of the bi-level objective beyond autograd approaches,
and, with a few lines of code, enables generations of hybrid solvers
bridging proximal optimization and differentiable algorithmic in-
gredients such as neural network pipelines.
Optimization aside, DSLs have been vastly successful in Com-

puter Graphics, with examples of OpenGL [Segal and Akeley 1999]
and CUDA delivering rendering operations for broad real-world
adoptions. Simulation DSLs such as Ebb [Bernstein et al. 2016] and
Simit [Kjolstad et al. 2016] allow users to express and abstract linear
algebra operations over heterogeneous data structures of complex
geometry. Taichi [Hu et al. 2019a,b] decouples data structure from
computation by Cartesian indexing and develops a mini-language
to compose data structure hierarchies. Dr.JIT [Jakob et al. 2022]
dynamically compiles differential simulations and automatically
tracks the data dependency to remove redundant computation by
introducing checkpointing [Chen et al. 2016] and Path Replay Back-
propagation [Vicini et al. 2021]. Image processing DSLs such as
Darkroom [Hegarty et al. 2014], Halide and its extensions [Adams
et al. 2019; Li et al. 2018; Mullapudi et al. 2016; Ragan-Kelley et al.
2013] decouple algorithms from schedules for high-performance
image processing, and can automatically generate efficient imple-
mentations for diverse computing engines such as x86, ARM, GPUs.
The proposed ∇-Prox sits at a higher-level abstraction atop those
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DSLs, and, while currently being implemented on top of PyTorch,
could also potentially be embedded into them to take full advan-
tage while providing flexibility for differentiable proximal algorithm
modeling.

Differentiable Optimization and Learned Solvers. ∇-Prox shares
its design philosophy with existing differentiable optimization meth-
ods which implement optimization algorithms with differentiable
programming techniques. Several lines of research investigate dif-
ferentiable optimization methods by 1) integrating solvers of op-
timization problems, e.g., quadratic programs [Amos and Kolter
2017], convex cone programs [Agrawal et al. 2019b], general convex
problems [Agrawal et al. 2019a], total variation minimization [Yeh
et al. 2022] or nonlinear least squares [Pineda et al. 2022], into a deep
network as individual layers to explicitly encode hard constraints or
dependencies; 2) unroll/unfold a certain truncated iterative solver
into a network-like architecture [Diamond et al. 2017; Dong et al.
2018; Gregor and LeCun 2010; Hershey et al. 2014; Monga et al.
2021; Sun et al. 2016; Zhang and Ghanem 2018]; 3) learn fixed point
iterations via deep equilibrium learning with implicit differentiation
[Bai et al. 2019; Gilton et al. 2021; Liu et al. 2022]; 4) train a neu-
ral policy network to automatically tune the internal parameters
within an iterative proximal algorithm using reinforcement learning
[Ichnowski et al. 2021; Wei et al. 2022a, 2020], and 5) meta-train a
model-free learnable optimizer (parameterized by a recurrent neural
network) on deep learning tasks by backpropagating through the
optimization procedure [Andrychowicz et al. 2016; Chen et al. 2021;
Li and Malik 2016; Metz et al. 2022; Wichrowska et al. 2017].
All approaches except the last category are model-based, which

means they are, in part, formal optimization instead of black-box
architectures. Implementing and testing the above hybrid model-
based and learning-based solvers from different categories by hand
is time-consuming and error-prone. ∇-Prox provides a shortcut to
addressing this challenge — all these model-based algorithms are
built-in components and can be implemented by just a few lines
of code. This allows users to experiment with the algorithm for a
given task in a rapid prototyping fashion, allowing for task-driven
optimization method design.

3 FORMULATING PROXIMAL OPTIMIZATION
In this section, we formalize the optimization problems that the
proposed domain-specific language and compiler operate on. We
consider continuous optimization problems that can be solved by
proximal algorithms. To this end, we use a high-level abstraction that
allows converting problems into mathematical and programming
representations intuitively. Specifically, we formulate problems as
general optimization problems with a sum of penalties and a list of
constraints. While summed-penalty representations are commonly
found in the literature, we extend themwith optimizable parameters.
With the mathematical representation of these problems in hand, we
show howwe can cast them into programs with our domain-specific
modeling language.

3.1 Canonical Form
We formulate a canonical optimization problem to which we convert
all problems considered in this work. We aim to find unknown

variables x ∈ R𝑛 that minimize an objective formulated as a sum
of penalties 𝑓𝑖 on linear transforms K𝑖x with possibly additional
constraints 𝑐 𝑗

argmin
x

𝐼∑︁
𝑖=1

𝑓𝑖

(
K𝑖

(
x; 𝜃𝐾𝑖

)
; 𝜃 𝑓
𝑖

)
,

𝑠 .𝑡 . 𝑐 𝑗

(
x; 𝜃𝑐𝑗

)
= 0, ∀𝑗 = 1, ..., 𝐽 ,

(1)

where the linear operator K𝑖 ∈ R𝑚𝑖×𝑛 projects the unknowns to the
inputs of the penalty functions 𝑓𝑖 : R𝑚𝑖 → R, and the constraints
𝑐 𝑗 : R𝑛 → R can be imposed by either equality or inequality1.
Here, the terms 𝑓𝑖 , K𝑖 and 𝑐 𝑗 are optionally parameterized by a set
of latent parameters, i.e., 𝜃 𝑓

𝑖
, 𝜃𝐾
𝑖
, 𝜃𝑐
𝑗
respectively2, assuming their

differentiability as in the case of a neural network or differentiable
physical forward model. Once compiled as a differentiable solver,
this canonical form enables us to implement backpropagation to
optimize both latent parameters as well as differentiable internal
solver parameters using data-driven end-to-end learning.

Example Problem. The canonical form (1) covers a wide array
of continuous optimization problems across domains. We focus in
this work on image optimization problems and, next, we describe
example problems to illustrate the design rationale and core features
behind ∇-Prox. In image optimization problems, one typically aims
at recovering an underlying unknown image x ∈ R𝑛 from noisy
and/or incomplete measurements y ∈ R𝑚 . Derived as Bayesian
maximum-a-posteriori point estimates [Chambolle and Pock 2016;
Xu et al. 2020], the penalty functions typically include a data fidelity
term measuring consistency between the reconstructed image and
measured data, and a bank of regularizers that enforce prior knowl-
edge of the unknowns in the Bayesian sense.
As a specific example, we consider end-to-end computational

optics [Sitzmann et al. 2018; Tseng et al. 2021] that jointly optimizes a
diffractive optical element (DOE) and an image reconstruction (joint
deconvolution and denoising) algorithm, where the observation y is
obtained by convolving a clear image 𝑥 by the point spread function
(PSF) of the DOE as following

y = D (x; 𝜃𝐷𝑂𝐸 ) + 𝜖,

where D(·; 𝜃𝐷𝑂𝐸 ) indicates a shift-invariant convolution process
with an optical kernel, i.e. PSF, derived from a DOE image formation
model parameterized by 𝜃𝐷𝑂𝐸 , and 𝜖 is measurement noise, e.g.,
Poissionian-Gaussian noise. As discussed before, to reconstruct tar-
get image x from noise-contaminated measurements y, we minimize
the sum of a data-fidelity 𝑓 and regularizer term 𝑟 as

min
𝑥∈R𝑛

𝑓 (D (x; 𝜃𝐷𝑂𝐸 )) + 𝑟 (x; 𝜃𝑟 ) . (2)

There are many choices for 𝑓 and 𝑟 . For example, one might define
𝑓 as a sum-of-squares error, a Huber loss, or a Poisson negative

1Without loss of generality, the inequality constraint 𝑐 𝑗 (𝑥 ) ≤ 0 could be transformed
into an equality constraint by either introducing additional non-negative slack variables
(for affine functions) or converting it into 𝑐 𝑗 (𝑥 ) = 0 where 𝑐 𝑗 (𝑥 ) B max{0, 𝑐 𝑗 (𝑥 ) }2 ,
see [Giesen and Laue 2016] for general non-linear functions.
2We omit 𝜃 if 𝜃 is a null set 𝜙 , which implies the operator itself does not hinge on any
extra latent parameters.
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log-likelihood penalty, depending on the measurement noise distri-
bution. Crafting novel regularizers 𝑟 plays a key role in the develop-
ment of optimization-based methods for image reconstruction [Gu
et al. 2017; Mairal et al. 2007; Osher et al. 2005; Venkatakrishnan et al.
2013; Xu et al. 2020; Zoran and Weiss 2011]. The regularizer 𝑟 may
be a sparsity-promoting penalty such as total variation [Chambolle
and Pock 2016]; data range constraints such as non-negativity; or
an implicit image prior characterized by an image denoising algo-
rithm [Tian et al. 2020; Wei et al. 2022b; Zhang et al. 2017a] such
as non-local means [Buades et al. 2005] or a convolutional neural
network (CNN) [Zhang et al. 2017a]. In practice, researchers often
employ a mixture of several regularizers, which is what we assume
in our example problem

𝑟 (x;𝜃𝑟 ) = 𝜆𝑔(x;𝜃𝑟 ) + 𝐼 [0,∞) (x), (3)

where 𝜆 ≥ 0,𝑔(·;𝜃𝑟 ) denotes an image prior implicitly modeled in an
off-the-shelf denoiser (a.k.a. Plug-and-Play prior [Venkatakrishnan
et al. 2013]). In this example, we use a CNN-based denoiser with U-
Net architecture [Ronneberger et al. 2015] parameterized by network
weights 𝜃𝑟 . 𝐼 [0,∞) (x) is an indicator functionwhose value is 0 if x lies
at interval [0,∞) and∞ otherwise. This compound penalty function
encodes both analytical explicit non-negativity priors as well as
implicit priors that rely on the properties of image denoisers [Xu
et al. 2020]. Problem (4) lists the full optimization problem, where
𝑟 (x) is defined in (3). The reformulated problem (5) represents one
possible choice to transform (4) into the canonical form (1).

x∗ = argmin
x

∥D (x; 𝜃𝐷𝑂𝐸 ) − y∥22 + 𝑟 (x;𝜃𝑟 ) (4)

𝑓1 (v) = ∥v − y∥22, K1 = D (·; 𝜃𝐷𝑂𝐸 )
𝑓2 (v) = 𝜆𝑔(v;𝜃𝑟 ), K2 = I

𝑓3 (v) = 𝐼 [0,∞) (v), K3 = I
(5)

While multiple ways exist to cast the problem into canonical
form, the specific choice affects the solver performance. This trans-
lation is typically done by hand using expert knowledge. Instead of
handcrafted translations, the proposed method provides automatic
strategies to find an optimal reformulation.
Once the optimization problem in the canonical form is formu-

lated, we compile it into a specific differentiable solver based on
the choice of the proximal algorithm. ∇-Prox supports a variety
of typical proximal algorithms, e.g., ADMM, half-quadratic split-
ting, and Pock-Chambolle algorithm. These algorithms employ a
class of abstract operators, namely proximal operators, as their base
operations instead of the computation of gradients and Hessians
in classic optimization algorithms. The proximal operators in our
formulation are also differentiable. The evaluation of the proximal
operator of a weighted penalty function 𝜇𝑓 itself involves solving a
small convex/non-convex optimization problem as

prox𝜇𝑓 (v; 𝜃 𝑓 ) = argmin
x

(
𝑓 (x; 𝜃 𝑓 ) + 1

2𝜇
∥x − v∥22

)
. (6)

These subproblems can be solved with standard methods, but they
often admit closed-form solutions or can be solved very quickly with
simple specialized methods [Parikh and Boyd 2014]. Note also that
the formulation of the proximal operator (6) is mathematically equiv-
alent to the regularized denoising, suggesting one might replace the

proximal operator prox𝜎2 𝑓 by any denoiser H𝜎 (·;𝜃 𝑓 ) with noise
level 𝜎 . This yields a framework coined Plug-and-Play (PnP) prior
[Venkatakrishnan et al. 2013], where the corresponding penalty
function 𝑓 (x;𝜃 𝑓 ) is implicitly defined by the denoiser itself with
parameters 𝜃 𝑓 , i.e., the denoiser network weights if the denoiser is
a neural network.

3.2 Programming Interface
To describe large-scale optimization problems, ∇-Prox extends the
DSL from ProxImaL [Heide et al. 2016] — to specify the optimization
objective functions conditioned on parameters (of the objective,
unknowns, or the solver itself) that can be optimized with end-to-
end training. To make this document self-contained, we introduce
the entire DSL here briefly and we explicitly point out differences
from ProxImaL.
In ∇-Prox, we start by defining a Variable that represents the

unknown of interest x, and a Placeholder that represents the input
measurements y. Then, we define each term of an optimization ob-
jective by composing linear operators LinOp and proxable functions
ProxFn with possible latent parameters Params. The linear operators
LinOp themselves can be arbitrarily combined with each other to
form a linear expression tree where the leaf nodes are required to
be a Variable, which is a LinOp as well. Each ProxFn accepts a linear
expression and optional keyword arguments depending on its spe-
cific signature. Once all the ProxFns are defined, we mix them in a
single optimization objective and wrap it with Problem to construct
the corresponding optimization problem.
With the language syntax described above, the Problem (4) can

be written as

x = Variable()

y = Placeholder(input)

data_term = sum_squares( conv(x, psf_DOE) - y )

prior_term = deep_prior(x, unet)

objective = data_term + prior_term + nonneg(x)

p = Problem( objective )

where different colors are used to distinguish primitives especially
ProxFn, LinOp and Params. In the following, we describe the core
primitives and their functionality in the ∇-Prox language.

Tensor Variables. Variable in ∇-Prox can refer to multidimen-
sional arrays or single-dimensional vectors, though there is no need
to specify the shape beforehand. This tensor definition contrasts
ProxImaL, where a problem is specifically bound to a given input
shape, and users have to create new problems for inputs with dif-
ferent shapes. ∇-Prox instead provides a built-in mechanism to
automatically infer and propagate the shape into each LinOp and
ProxFn for necessary initializations before problem-solving. This
new feature not only eases user burden but also allows for optimiza-
tion over different input shapes in multi-task training.

Linear Operator. LinOp K maps data from a multidimensional
space R𝑛1×···×𝑛𝑘 to another multidimensional space R𝑚1×···×𝑚𝑙 .
All linear operators in ∇-Prox (e.g., grad, conv, subsample) are differ-
entiable and allow to evaluate the forward operation x → Kx and
adjoint operation x → K𝑇 x. ∇-Prox supports the composition of
the arbitrary number of existing linear operators and automatically
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Fig. 2. Overview of the general forward and backward (gradient) computation of the compiled solver (problem-solving stage). Given the observation 𝑌 , the
solver utilizes an initializer to obtain a guess 𝑋 0 for the optimization variable 𝑋 . The proxable functions and the linear operators interact with the proximal
algorithm with a possible additional algorithm parameter scheduler to obtain the final prediction 𝑋𝑁 . The gradient can backpropagate through the solver to
the learning-based components (green parts) by either unrolling the iterations or implicit differentiation.

converts them to a directed acyclic graph (DAG) for evaluating its
linear function and adjoint, following [Diamond and Boyd 2015].

Proxable Function. ProxFn represents the penalty function in our
canonical problem form that possesses a corresponding proximal
operator, which we call the proxable function. Each proxable penalty
function in ∇-Prox (e.g., sum_squares, norm1, deep_prior3) inherits
the base class ProxFn and implements the fn.eval() and fn.prox()

for evaluating the function and its proximal operator, though the
fn.eval() can be omitted if the function cannot be explicitly evalu-
ated, as with the deep_prior. The proximal operator of a weighted
function 𝜇𝑓 is defined in (6). All proximal operators in ∇-Prox are
differentiable and effectively act as building blocks to construct the
proximal differentiable solver.

Placeholder. Placeholder is a new primitive that is not present in
ProxImaL. As the name implies, it is a placeholder for the actual data
it represents. Placeholders can be reused when a problem has to be
solved multiple times with different input measurements, a common
pattern encountered in traversing an entire dataset for training or
evaluation. Using the Placeholder y, users can freely modify the
underlying data of y via the assignment, i.e., y.value = input, after
the problem creation, thereby avoiding problem redefinition.

Latent Parameters. Params serves as a primitive to enable dif-
ferentiable optimization which is not supported by ProxImaL. It
encodes learnable parameters associated with differentiable oper-
ators in ∇-Prox (such as LinOp and ProxFn), allowing us to adapt
the behavior of the operators to the problem, given a higher-level
dataset that the entire solver is optimized over. Params can either
be explicitly defined by users (for example, manually constructing
a denoising neural network unet as a deep prior, or parameteriz-
ing optical aberrations psf_DOE with DOE parameters via an image
formation model) or be implicitly defined within an operator itself.

4 COMPILING DIFFERENTIABLE PROXIMAL SOLVERS
With a problem in the canonical form (1), we describe in this sec-
tion how we compile it into an efficient differentiable solver with

3See Supplementary Material for a complete list of linear operators and proxable
functions implemented in ∇-Prox.

the designated proximal algorithm that ∇-Prox supports, including
ADMM [Boyd et al. 2011], Pock-Chambolle [Chambolle and Pock
2011], Half Quadratic Splitting [Geman and Yang 1995], Proximal
Gradient Descent [Bruck Jr 1975], and their preconditioned and
linearized versions [Benning et al. 2015; Liu et al. 2019].

Once the optimization objective is specified and encompassed in
the Problem class, it is compiled either just-in-time on a function
call or explicitly via a compile primitive to construct a solver object
that enables reusable batch processing.

p = Problem( objective )

out = p.solve(method='admm')

s = compile(p, method='admm')

out = s.solve({y: input})

To solve the problem, ∇-Prox first internally compiles the problem
into the designated solver through a series of compilation stages
(Section 4.1) and then runs the resulting solver to obtain the solu-
tion. A key difference between ∇-Prox and ProxImaL [Heide et al.
2016] is that the solve routine is fully differentiable so that users
can seamlessly acquire the gradient of learnable components, e.g.,
a parameterized PSF psf_DOE and learning-based prior unet, with
respect to e.g., a scalar cost function L, through a single call of
L.backward(). This enables new capabilities, e.g., the specialization
of existing solvers into hybrid learning-based ones via a bi-level
optimization [Blondel et al. 2021] utilizing the gradients, which
greatly increases the solving capabilities.

∇-Prox supports a variety of approaches for differentiating through
the solver, including not only vanilla backpropagation-through-
time (BPTT)/algorithm unrolling (Section 4.2) but also options for
computing gradients via implicit differentiation/deep equilibrium
learning (Section 4.4) or crossing the non-differentiable bottleneck
with deep reinforcement learning (Section 4.5). The gradient calcu-
lations for frequently used routines are also optimized to exploit
the problem structure (Section 4.3).

∇-Prox also takes care of the solver pipeline that embeds solver
iterations. For example, our compiler provides a fallback option
for estimating the initial guess of the solution and internal solver
parameters in an automated fashion if they are not provided by the
user. The termination of the optimization loop can also be deter-
mined manually or automatically with built-in termination criteria.
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ALGORITHM 1: Generalized ADMM for Problem (1)
Input: Parameters 𝜌 , 𝜆𝑗 , ∀ 𝑗 ∈ Φ, number of iterations𝑇

1 Initialize x, v𝑗 = x, 𝑢 𝑗 = 0 ∀ 𝑗 ∈ Ψ ;
2 for 𝑡 = 1, 2, ...,𝑇 do

3 x(𝑡+1) = argmin
x

∑
𝑖∈Ω 𝑓𝑖 (x) +

∑
𝑗 ∈Ψ

𝜌

2




K𝑗x − (v𝑡
𝑗
− u𝑡

𝑗
)



2;

4 v(𝑡+1)
𝑗

= prox𝑓𝑗 ,𝜆𝑗

(
K𝑗x(𝑡+1) + u(𝑡+1)

𝑗

)
∀ 𝑗 ∈ Ψ;

5 u(𝑡+1)
𝑗

= u(𝑡 )
𝑗

+
(
K𝑗x(𝑡+1) − v(𝑡+1)

𝑗

)
∀ 𝑗 ∈ Ψ;

∇-Prox supports not only conventional termination criteria based
on relative and absolute residual but also learning-based termination
that relies on deep reinforcement learning [Wei et al. 2022a], thanks
to the differentiability of the compiled solver.

4.1 Solver Compilation Pipeline
Compiling differentiable solvers in ∇-Prox typically involves a se-
ries of stages for (a) transforming a given optimization problem
into an equivalent simplified one and (b) generating efficient dif-
ferentiable routines for evaluating linear operators, proxable func-
tions, and optimization updates of proximal algorithms. These in-
clude problem transformation, problem partition, preconditioning,
and solver generation. The problem transformation stage intel-
ligently translates the original problem into an equivalent form
that can be solved more efficiently. The problem partition step
splits the penalty functions

∑
𝑖 𝑓𝑖 (x) of the problem into two parts

𝑔(x) = ∑
𝑓𝑖 ∈Ω 𝑓𝑖 (x), ℎ(z) = ∑

𝑓𝑖 ∈Ψ 𝑓𝑖 (z)4 considering the selected
proximal algorithm. The preconditioning scales the problem to ac-
celerate the algorithm convergence, and the final solver generation
stage handles the generation of the code of the optimization loop.
Note that these concepts for solver construction are directly inher-
ited from ProxImaL, see Supplementary Material for details.

4.2 Differentiating Compiled Solvers
One of the key contributions of ∇-Prox is the differentiability of
the entire solver. As shown in Figure 2, our compiler generates
solvers that can backpropagate gradients through solvers to train-
able parameters of learning-based components, e.g., learnable linear
operators [Tseng et al. 2021], proximal regularizers [Zhang et al.
2021], and internal algorithm parameter schedulers [Wei et al. 2020].

In the following, we take Alternative Direction Method of Multi-
plier (ADMM)5 as an example for illustrating the basic forward and
backward (gradient) computation through the solver (a.k.a. algo-
rithm unrolling). The pseudo-code for ADMM is given in Algorithm
1, which, at a high level, repeatedly iterates over sequential up-
dates on the primal variable x, v𝑗 , and dual variables/multipliers
u𝑗 . The problem partition of ADMM leaves only the sum_squares

penalty/proxable functions for the Ω group and all other functions
for the Ψ group, thus the x update reduces to a least-square problem,
which can be solved in close-formed or via iterative linear solvers,

4Ω and Ψ are a partition of the set of functions { 𝑓1, ..., 𝑓𝐼 } from Problem (1)
5Other proximal algorithms are detailed in the Supplementary Material.
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Fig. 3. Differentiation through proximal solvers can be implemented with
algorithm unrolling by applying chain rule of derivatives, illustrated for two
iterations here, but it often requires manual case-by-case implementation
for each algorithm. With ∇-Prox, the unrolling of the proximal solver is
implemented automatically for users who can just provide problem descrip-
tions and selected algorithms. Blue arrows indicate forward computational
flow and red arrows illustrate backward flow.

e.g., conjugate gradient method. All v updates call the proximal op-
erators of the given penalty functions, and u updates are performed
with a single-step gradient ascent.

Differentiating the Optimization Loop. Figure 3 provides the com-
putational graph of the unrolled ADMM algorithm 1 truncated to
two iterations. It can be observed that all the optimization variables
x𝑡+1, v𝑡+1, u𝑡+1 at the next step depend on variables at the current
step x𝑡 , v𝑡 , u𝑡 through the least square, the proximal, as well as the
dual update. Thus, to differentiate through the optimization loop, we
have to make every update on subproblems differentiable. ∇-Prox
provides a library of differentiable linear operators and proximal
functions that can be used for describing an optimization problem.
Custom operators and functions can also be easily implemented
with minimal code changes. Least squares subproblems appear in
many proximal algorithms, including HQS, Pock-Chambolle, and
ADMM. In many cases, they cannot be easily solved with exact
methods that would require inverting a large-scale matrix. As such,
iterative methods are often adopted, which only require the forward
and adjoint evaluation of linear operators. However, differentiating
these iterative routines can be non-trivial and might be less efficient
with auto-diff [Baydin et al. 2018] as we usually need a large number
of iterations to ensure the precision of solving results. We later show
that the gradient calculation for a linear solver can be optimized
with implicit differentiation on both sides of a linear system.

Differentiating Linear Operators. Many linear operators can be
represented by matrix-free routines for evaluating their forward

operations x → Kx and adjoint operations x → K𝑇 x. For exam-
ple, the convolution linear operator conv can be implemented as
element-wise multiplication between inputs and convolution kernel
in the frequency domain, instead of costly general matrix multipli-
cation. This allows for reverse-mode auto-diff [Baydin et al. 2018]
to efficiently differentiate through these routines. As ∇-Prox sup-
ports automatic transformation from composite linear operators to
a directed acyclic graph, the differentiation through them can be
achieved by evaluating their linear forward function and performing
the reversed auto-diff.

Differentiating Proximal Functions. Proximal algorithms utilize
the proximal operator of the penalty function to perform updates
on primal variables, e.g., 𝑣 in ADMM. This mandates differentiabil-
ity of the routines for evaluating the proximal operators to ensure
the differentiability of the entire solver. It should be noted that the
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proximal operator itself is an optimization problem, as shown in
(6). At first glance, differentiating the proximal operator might be
as difficult as differentiating the solver itself. Fortunately, most fre-
quently used proximal operators can be expressed in closed form or
represented with conventional neural networks, and ∇-Prox subse-
quently provides auto-diff-compatible implementations of a series
of differentiable routines for common proximal operators/functions,
e.g., sum_squares, norm1, deep_prior.

4.3 Optimizing Gradient Calculations
Unrolling optimization as a computational graph allows for auto-
differentiation [Paszke et al. 2019] for gradient computation. Despite
the convenience and versatility, this approach results in clock time
and memory complexity that scales with the number of variables
(e.g., millions for image optimization problems) and the number of
algorithm iterations for forward-mode and backward-mode auto-
diff, respectively. This makes vanilla auto-diff impractical for the
large-scale solvers we focus on in this work. Next, we demonstrate
how gradient calculations are optimized in ∇-Prox to facilitate large-
scale gradient evaluations in the proposed proximal solvers.

Matrix-free Differentiable Linear Solver. Solving a linear system
Kx = b is frequently encountered in proximal algorithms. ∇-Prox
supports both direct and iterative methods for solving this problem.
For example, consider Problem (4), if we choose the problem par-
tition Ω = {𝑓1}, Ψ = {𝑓2, 𝑓3}, then we can solve the least square
subproblem of ADMM exactly by solving a linear system (the hy-
perparameters 𝜌 and 𝜆 are omitted for brevity).

x𝑡+1 = argmin
x









D
I
I

 x −


y
v𝑡2 − u𝑡2
v𝑡3 − u𝑡3









2

2

=

(
D𝑇D + 2I

)−1 ©­«D𝑇 y +
2∑︁
𝑗

(v𝑘𝑗 − u𝑘𝑗 )
ª®¬ ,

(7)

where K = [D; I; I] and b = [y; v𝑡2 − u𝑡2; v
𝑡
3 − u𝑡3] The solution above

relies on being mappable to a fast implementation for computing
matrix inverse (D𝑇D + 2I)−1, which can generally be accessible
if the Gram matrices of all the linear operators (D and I in this
case) are diagonal or diagonal in the frequency domain6. If a fast
implementation is unavailable, the default choice resorts to iterative
methods like the conjugate gradient method.

Auto-diff can be used to efficiently differentiate fast direct linear
solvers but is often intractable for iterative linear solvers. In ∇-Prox,
we provide an optimized routine to compute the analytic derivatives
of linear (iterative) solver outputs with respect to the parameters of
linear operators 𝜃 and b. Specifically, we differentiate both sides of
Kx = b to obtain the derivatives 𝜕x

𝜕b and 𝜕x
𝜕𝜃

as

𝜕K x + K 𝜕x = 𝜕b

𝜕x = K−1 (−𝜕K x + 𝜕b),

from which the gradient 𝜕x
𝜕b = K−1 can be easily derived. Typi-

cally, we are more interested in the gradient of b with respect to a

6∇-Prox also implements several special fast solutions of the linear system even when
the Gram matrices of the linear operators are not all diagonal.

scalar loss function L, which can be obtained with the chain rule
of differential calculus.

𝜕L
𝜕b

=
𝜕L
𝜕x

𝜕x
𝜕b

=
𝜕L
𝜕x

K−1 (8)

Since all the linear operators in our system are matrix-free, we
cannot directly evaluate (8) for gradient computing. Instead, we
transform (8) into

K𝑇
𝜕L
𝜕b

𝑇

=
𝜕L
𝜕x

𝑇

(9)

where the right-hand-side is the Jacobian of L with respect to x that
can be efficiently evaluated with auto-diff systems. The calculation
of gradient 𝜕L

𝜕b has thus been converted to solving a linear system,
requiring significantly less memory.
Similarly, the gradient 𝜕L

𝜕𝜃
with respect to the parameters 𝜃 of

the linear operator K can be derived as

𝜕L
𝜕𝜃

=
𝜕L
𝜕x

𝜕x
𝜕𝜃

,
𝜕x
𝜕𝜃

= −K−1 𝜕K
𝜕𝜃

x. (10)

Again, 𝜕K
𝜕𝜃

cannot be evaluated directly as we consider matrix-free
linear operators. To circumvent this obstacle, we use the fact that
𝜕K
𝜕𝜃

x = 𝜕b
𝜕𝜃

to transform (10) into

K
𝜕x
𝜕𝜃

= − 𝜕b
𝜕𝜃

, (11)

where 𝜕b
𝜕𝜃

can be computed by backpropagating the forward compu-
tation Kx = b. As such, the calculation of gradients 𝜕L

𝜕b and 𝜕L
𝜕𝜃

is
converted to solving linear systems during backpropagation without
requiring storing intermediate states, thereby significantly reducing
memory consumption meanwhile saving computation time.

Eliminating Calculations. Linear system solver aside, ∇-Prox
automatically detects and removes duplicate or unnecessary forward
and gradient computations to further increase efficiency. This is
achieved by traversing a computational graph that encompasses
all linear operators and proxable functions of a given problem, and
iteratively performing constant folding, proxable function fusion,
and linear operator absorption on the graph. Please refer to the
Supplementary Material for details.

4.4 Implicit Differentiation for Proximal Algorithms
Vanilla algorithm unrolling is suitable for optimization problems
that are solved with a fixed and small number of iterations. However,
as the number of iterations increases, the computational and mem-
ory cost of algorithm unrolling quickly becomes impractical since
we need to store all the intermediate variables along the forward
iteration trajectory for the backward automatic differentiation.

To address this, ∇-Prox supports deep equilibrium learning (DEQ)
[Bai et al. 2019; Gilton et al. 2021] that incorporates implicit differen-
tiation to effectively backpropagate the gradient through a proximal
optimization solver with, conceptually, an infinite number of itera-
tions, as shown in Figure 4a. The adaptation from the original solver
into its DEQ version can be easily achieved with a single line of
code in ∇-Prox using a specialize primitive.

s2 = specialize(s, method='deq')
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Fig. 4. (a) ∇-Prox makes it possible to specialize the solver into deep equilibrium solvers whose gradients can be computed directly without the need of
reversing the entire forward optimization iterations. The specialized solver requires significantly less memory and is often more favorable for cases where
backpropagating the long iteration is prohibitive. (b) Our compiler utilizes deep reinforcement learning to cross the non-differentiable routines, e.g., the
stopping signal predicted by an internal parameter scheduler (parameterized by a policy network).

With this specialization, the forward process of the new solver is
translated into solving a fixed-point problem7,

X∞ = 𝑓𝜃
(
X∞;M

)
, (12)

where X∞ is a compound variable absorbing all optimization vari-
ables, e.g., x, v, u for ADMM, 𝑓𝜃 represents a composite update of
optimization variables x, v, u, and M denotes any other auxiliary
inputs, e.g., hyperparameters 𝜌 and observation y.
This fixed-point problem can be solved via vanilla fixed-point

iteration or Anderson acceleration [Walker and Ni 2011]. The gradi-
ent of the parameters 𝜃 with respect to some scalar loss L can be
derived using the implicit differentiation theorem without the need
of going backward the entire forward trajectory. Specifically, the
backward process first applies the chain rule as,

𝜕L
𝜕𝜃

=
𝜕L
𝜕X∞

𝜕X∞

𝜕𝜃
. (13)

The first term 𝜕L
𝜕X∞ is the gradient of the scalar loss with respect to

the equilibrium point, which can usually be analytically computed
or tracked by auto-diff. The second term 𝜕X∞

𝜕𝜃
is the gradient of

the equilibrium point with respect to the parameters, which can
be computationally expensive to derive with auto-differentiation.
To compute it efficiently, we differentiate both sides of (12) with
respect to 𝜃 to obtain

𝜕X∞

𝜕𝜃
=

(
I − 𝜕𝑓𝜃 (X∞;M)

𝜕X∞

)−1
𝜕𝑓𝜃 (X∞;M)

𝜕𝜃
. (14)

By plugging (14) into (13), we derive an equation for computing 𝜕L
𝜕𝜃

𝜕L
𝜕𝜃

=
𝜕𝑓𝜃 (x∞;M)

𝜕𝜃︸         ︷︷         ︸
Single-step Gradient

(
I − 𝜕𝑓𝜃 (x∞;M)

𝜕x∞

)−1
𝜕L
𝜕x∞︸                            ︷︷                            ︸

Inverse Jacobian-vector

. (15)

The inverse Jacobian-vector product can be approximated by an-
other fixed-point problem as the step 2 in Algorithm 2, while the
single-step gradient can be computed via auto-diff.
To wrap up, DEQ (Algorithm 2) takes a fixed-point iteration

view of the infinite loop of proximal algorithms and utilizes the

7Note that DEQ has been proposed for infinite-depth networks, an area orthogonal to
optimization. In the Supplementary Material, we detail how to transform the proximal
optimization routines into a fixed-point iteration.

ALGORITHM 2: Backward Gradient Calculation with DEQ.
Input: Composed iterative mapping 𝑓𝜃 , Equilibrium point X∞,

Auxiliary input M, Loss function L.
1 Evaluate 𝜕L

𝜕X∞ through auto-differentiation.
2 Derive an approximate fixed-point 𝛽∞ of the equation

𝛽 =
𝜕𝑓𝜃 (X∞ ;M)

𝜕X∞ 𝛽 + 𝜕L
𝜕X∞ .

3 Return 𝜕L
𝜕𝜃

=
𝜕𝑓𝜃 (X∞ ;M)

𝜕𝜃
𝛽∞

implicit differentiation theorem to allow for analytic gradient back-
propagation through an infinite number of iterations, avoiding the
prohibitive memory incurred by vanilla algorithm unrolling.

4.5 Reinforcement Learning for Proximal Algorithms
The selection of algorithm parameters (e.g., the penalty strength
𝜌 of the multipliers and balancing parameters 𝜆), as well as the
termination criterion, are important aspects that significantly affect
the performance of proximal algorithms. However, in practice, the
optimal parameters for different problems in different proximal al-
gorithms often require tedious case-by-case tuning. To address this
issue, learning-based internal parameter schedulers [Wei et al. 2020]
have been proposed to automatically estimate the best parameters
and terminal time based on the observation of intermediate states
of optimization iterations. In practice, training these schedulers is
non-trivial because the subsequence of the optimal parameter se-
quence might not be optimal, which means the greedy search can
hardly be effectively used. However, to obtain better schedulers with
naïve backpropagation, one would need to backpropagate through
the entire optimization loop, resulting in exploding memory con-
sumption. Moreover, learning the sample-dependent termination
criterion entails backpropagation through non-differentiable termi-
nal time, which cannot be handled in algorithm unrolling and/or
deep equilibrium learning.

To tackle this challenge,∇-Prox allows for reinforcement-learning-
based training strategies, which can be called with two lines of code.

s2 = specialize(s, method='rl', policy='resnet')

s2 = s2.train(dataset, {'val': val_dataset}, ...)

Specifically, users first specialize the original solver by specifying
the method as rl and choosing the policy/scheduler network, e.g.,
a vanilla resnet [He et al. 2016]. Then, the training of the policy
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network can be easily done by calling the train method of the
specialized solver.
One of the advantages of deep reinforcement learning over ex-

isting algorithm unrolling is that we do not need to evaluate the
entire optimization trajectory to train the learned components of
the solver. Similar to deep equilibrium learning, this reduces the
memory requirement for backpropagating the gradients. Another
advantage of deep reinforcement learning is the feasibility to by-
pass the non-differentiable parts, e.g., the termination signal of the
optimization loop, to train the required learning-based components.

To learn proximal algorithms in a deep reinforcement approach,
we formulate the input and output of learnable parts as a series
of state and action and treat the optimization loop as an environ-
ment. Then, we can decouple the evaluation of the entire trajectory
and the update of trainable parameters into two separate stages.
The former stage collects the training data of states and can be per-
formed without any gradient calculation. The second stage performs
the parameter update with different deep reinforcement learning
algorithms, e.g., advantage actor-critic [Mnih et al. 2016] and de-
terministic policy gradient [Silver et al. 2014]. We note that one of
the important advantages of these methods is that we only need
to evaluate the optimization loop for only one or a few iterations,
and another network, e.g., the critic network in the actor-critic al-
gorithm, predicts the long-term reward to achieve the end-to-end
training. Please refer to the Supplementary Material for more details
on how these algorithms apply to our proximal framework.

4.6 Implementation
∇-Prox is embedded in Python and works as an external library.
All the routines of solver algorithms, linear operators, and prox-
imal operators are implemented following the PyTorch standard
on nn.Module, so that ∇-Prox can seamlessly be integrated into Py-
Torch to embrace the broader learning-based components created
by the PyTorch community. We utilize the basic operators of Py-
Torch to build up the ∇-Prox’s operators whenever it is possible.
Differentiation through these basic routines can then be handled by
PyTorch auto-diff without reinventing the wheels. For other rou-
tines that are non-differentiable or slow to be differentiated with
vanilla PyTorch, we customize their backward/training processes
with gradient optimizations, deep equilibrium learning, and deep
reinforcement learning. We implement the backward customization
with a backward hook in PyTorch so that the internal differentiation
is transparent to users.

5 APPLICATIONS AND ANALYSIS
In this section, we evaluate ∇-Prox applied ot diverse large-scale op-
timization problems in imaging and energy system optimization. We
validate that, by relying on bi-level optimization using the proposed
differentiable solvers, we can compile hybrid solvers that achieve
state-of-the-art quality with a few lines of code for each application.
Each application benefits from different aspects of differentiability,
including model parameters optimization, solver hyperparameter
setting, or learning effective priors in an end-to-end fashion. We
discuss each of these benefits for the respective application. We

also discuss the effect of different proximal algorithms, priors, and
parameter set strategies.

5.1 End-to-End Computational Optics — Learning Model
Parameters and Priors

Conventional imaging systems employ compound refractive lens
systems that are typically hand-engineered for image quality in
isolation of the downstream camera task. Departing from this de-
sign paradigm, a growing body of work in computational imag-
ing [Haim et al. 2018; Horstmeyer et al. 2017; Peng et al. 2019; Shi
et al. 2022; Sitzmann et al. 2018; Sun et al. 2020a] has explored
the design of specialized lens system with diffractive optical ele-
ments (DOEs). These DOEs allow for fine-grained modulation of
the phase of incident light via diffraction, at the cost of added chro-
matic aberration that these methods aim to eliminate post-capture.
Employing a learnable reconstruction algorithm along with a dif-
ferentiable wave optics forward model, task-specific computational
cameras methods have been proposed for diverse applications from
microscopy [Horstmeyer et al. 2017] to single-shot high-dynamic
range imaging [Sun et al. 2020a].
Here, we use ∇-Prox to model reconstruction algorithms with a

differentiable proximal solver that we co-design with a single thin
lens, parameterized by a diffractive phase plate. We adopt a Fourier
optics image formation model assuming paraxial optics (i.e. small
field of view) and incident plane wave (that implies objects at optical
infinity), which renders sensor measurement as a shift-invariant
convolution of an image and a point spread function (PSF) param-
eterized by the DOE. Off-axis aberrations like comatic aberration
are neglected. The on-axis PSF can then be derived by simulating a
free-space wave propagation of a wavefront (plane wave modulated
by wavelength-dependent phase profiles of the DOE) propagated
to the sensor plane, see [Goodman and Sutton 1996; Sitzmann et al.
2018] for details.
In this experiment, we consider a lens-to-sensor distance of 15

mm, and an aperture size of 3 mm, implying an f-number of 5. The
sensor is modeled with a resolution of 748×748 and a pixel pitch of
4 𝜇m. The wave propagation simulation is discretized in a 2𝜇m grid
(1496×1496), which meets the computational sampling requirements
of a transfer-function-based Fresnel propagator, see again [Good-
man and Sutton 1996]. The DOE is modeled as an unconstrained
height map. Given the refractive index of the DOE material, we
can compute the phase delay in each pixel with respect to different
wavelengths, for which we consider 460, 550, 640 nm wavelengths
for color imaging. As such, we simulate a three-channel PSF param-
eterized by the DOE height map 𝜃ℎ . Since all operations involved
are differentiable, we implement this model as a differentiable linear
operator with learnable parameters 𝜃ℎ that can be jointly optimized
with a learnable image prior and parameters of the proximal solver
within ∇-Prox. The problem of co-designing the DOE and a proxi-
mal algorithm that performs image reconstruction can be expressed
in a few lines of code:

x = Variable()

psf = build_doe_model().psf

data_term = sum_squares(conv(x, psf) - y)

reg_term = deep_prior(x, 'ffdnet', trainable=True)

objective = data_term + reg_term
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Fig. 5. Visual examples of three state-of-the-art approaches for computational thin-lens imaging. JD2 directly post-processes imaging measurements from a
green-focused Fresnel lens (row 1), while DeepOptics-UNet (row 2) and Our ∇-Prox (row 3) co-design the imager parameters (DOE) and the reconstruction
algorithm. The PSFs of imaging systems are displayed in the top right-hand corners of measurement images. It can be seen DeepOptics-UNet designs a PSF
with a smaller kernel size compared to the Fresnel baseline, while our ∇-Prox finds an ideal delta-function-like PSF with different spatial shifts for different
wavelengths.

out = compile(objective, method='admm').solve()

Here we use an unrolled ADMM solver, which is the default train-
ing strategy in ∇-Prox, with an FFDNet [Zhang et al. 2018] as a
deep prior that we train alongside the DOE. We train and vali-
date the method on image datasets CBSD68 [Martin et al. 2001]
and Urban100 [Huang et al. 2015]. The quantitative and qualita-
tive findings reported in Table 1 and Figure 5 confirm that ∇-Prox
achieves state-of-the-art results and compares favorably not only to
recent post-processing methods applied on an unoptimized Fresnel
lens profile, including DPIR [Zhang et al. 2021] and JD2 [Xing and
Egiazarian 2021]8, and deep optics methods, such as DeepOptics-
UNet [Metzler et al. 2020], that utilize a UNet [Ronneberger et al.
2015] for reconstruction. We note that all baseline methods we com-
pare here have been fine-tuned on the same dataset we use for a
fair comparison.

Of note, Figure 5 (rows 2 and 3) highlights that the optimized PSF
resulting from the end-to-end optimization problem from above dras-
tically differs from the one optimized with a UNet post-processor.
Specifically, the phase pattern we learn focuses three wavelength
bands as highly chromatic PSFs for each channel, that is, the red,
green, and blue PSFs only focus the specific channel while spreading
out energy for other wavelengths over the entire sensor. By spatially
separating the corresponding phase patterns, our co-designed net-
work is able to find these chromatic PSFs. As such, ∇-Prox allowed
us to find a novel point in the design space – turning an out-of-
focus deconvolution problem into a transverse chromatic alignment

8Note that these post-processing methods do not jointly optimize the optical element,
instead, they use a green-focused Fresnel lens for imaging.

Table 1. Numerical comparison of differentmethods for single thin-lens com-
putational imaging, where DPIR and JD2 perform joint deconvolution and
denoising on measurements from a green-focused Fresnel lens, DeepOptics-
UNet and ∇-Prox jointly optimize the DOE and the reconstruction algorithm.
"T" and "M" refer to running time (s) and memory consumption (GB).

Method CBSD68 Urban100
PSNR SSIM PSNR SSIM T M

DPIR [2021] 21.01 0.614 18.56 0.602 0.62 3.1
JD2 [2021] 25.94 0.903 23.78 0.872 0.54 12.7
DeepOptics-UNet [2020] 29.69 0.924 28.37 0.914 0.48 6.1
∇-Prox 32.01 0.942 30.83 0.944 0.64 3.2

problem. Specifically, the model-based proximal optimization solver
compiled with ∇-Prox finds a better local minimum with a signifi-
cantly improved end-to-end loss (2.3 dB higher than DeepOptics-
UNet) validating the effectiveness of the differentiable pipelines we
compile.

5.2 Image Deraining — Learning Unknown Forward
Models and Initializer

Departing from image restoration problems that possess structured
forward models, such as the computational optics problem above,
we next tackle a problem where the forward model is unknown
and learned alongside the optimization. We consider here image
deraining, i.e., the removal of rain streaks from an image, as an
example for this class of problems. This problem is severely ill-
posed as the assignment to a rain layer and latent background layer
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Restormer [Zamir et al. 2022] PreNet [Ren et al. 2019] MPRNet [Zamir et al. 2021] DGUNet [Mou et al. 2022] ∇-Prox (Ours)Rainy Input

0.2

0.0Ground Truth

Ground Truth

Fig. 6. Qualitative Evaluation for Image Deraining. The outputs from ∇-Prox correspond to "Learn LinOp + Initializer" in Table 2. Combining a transformer-based
initializer and a differentiable proximal solver with the learnable forward model, the differentiable solvers that ∇-Prox finds achieve high-quality deraining
predictions improving on state-of-the-art methods. The predictions using ∇-Prox accurately recover structure (the cross in row 1) and patterns (the tiger
stripes in row 2) that can be easily confused with rain streaks.

is unknown a-priori. As such, researchers typically employ end-to-
end black-box neural networks that learn to predict latent clean
images from paired datasets. Being able to compile differentiable
solvers, ∇-Prox facilitates learnable forward operators by making
LinOp learnable to encode the raining forward process. Using an
unrolled prior [Mou et al. 2022] that considers the prior knowledge
interaction between iterations, one can formulate image deraining
in ∇-Prox as,

x = Variable()

data_term = sum_squares( LearnedLinOp(x) - y )

prior_term = unrolled_prior(x)

solver = compile(data_term + prior_term, method='admm')

init = Initializer()

out = solver.solve(x0=init(b))

Here, the unrolled prior and the learned forward operator both
have implicit trainable parameters. In ∇-Prox, any parameterized
function approximators can be used to model the unknown forward
model of the raining process, e.g., convolutional neural networks,
and/or transformers. In our example, we use an implementation of
the learnable forward operator with two residual blocks to model
unknown forward and adjoint models. Please refer to the Supple-
mentary Material for network architecture details.
We report quantitative results in Table 2. ∇-Prox shows that

the formal optimization pipeline ("Learn LinOp" in Table 2) can
be a robust solver for problems with unknown forward models by
learning them. The method achieves competitive performance with
state-of-the-art methods out of the box, including very recent ap-
proaches such as MPRNet [2021] and DGUNet [2022]. Furthermore,
∇-Prox indicates another interesting direction that integrates an
existing (black-box) model as a learnable initializer. By incorporat-
ing Restormer [2022] as a learnable initializer, we show that our
unrolled optimization pipeline can further post-process the results
towards better performance ("Learn LinOp + Initializer" in Table 2

Table 2. Quantitative results (PSNR and SSIM) of image deraining. The best
and second-best scores are highlighted and underlined.

Method Rain100H Test1200
PSNR SSIM PSNR SSIM

PreNet [Ren et al. 2019] 26.77 0.858 31.36 0.911
MPRNet [Zamir et al. 2021] 30.41 0.890 32.91 0.916
DGUNet [Mou et al. 2022] 30.66 0.891 33.23 0.920
Restormer [Zamir et al. 2022] 31.46 0.904 33.19 0.926
MHNet [Gao and Dang 2023] 30.34 0.903 33.42 0.924
∇-Prox (Learn LinOp) 31.08 0.897 32.95 0.913
∇-Prox (Learn LinOp + Initializer) 31.62 0.905 33.25 0.926

as well as Figure 6). We note that the advantage of our approach
over cascading two networks is that we do not need to retrain the
entire pipeline as the output of the initializer is the input of the
subsequent optimization process. With differentiable optimization
powered by ∇-Prox, our approach can be fine-tuned faster and more
reliably.
This application highlights the unified interface and flexibility

of differentiable proximal solvers in ∇-Prox for a diverse range of
problems. The same solver can quickly be transferred from one task
to another, and users can rely on the differentiation to learn the
unknown part of the optimization process, e.g., switching from a
fixed operator to a learnable one if the forward model is unknown
beforehand.

5.3 Compressive Magnetic Resonance Imaging — Learning
Solver Parameter Scheduler

Magnetic resonance imaging (MRI) [Liang and Lauterbur 2000] is
a widely deployed medical imaging modality for diagnosing and
disease monitoring. MRI scanners are prohibitively expensive, and
their scanning time directly correlates with the accessibility of MRI
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∇-Prox (Ours) Ground TruthIRCNN [Zhang et al. 2017b]ISTANet [Zhang 2018]RecPF [Yang et al. 2010] TFPnP [Wei et al. 2022]CSMRI

Observation Reconstruction

Fig. 7. Qualitative comparisons of CS-MRI reconstruction for human brain scans. The predictions of ∇-Prox correspond to "Learning Scheduler for DRUNet" in
Table 3. Using a PnP prior (DRUNet) and an RL-based parameter selection policy, the trained solver output from ∇-Prox achieves unprecedented reconstruction
quality compared to state-of-the-art methods. For example, it precisely recovers the cerebral ravine and brain tissues that are inaccurately reconstructed or
totally missed in other methods.

scanners to the broader class of patients. Compressed sensing MRI
(CS-MRI) accelerates scans by skipping parts of the data-collection
process, subsampling K-space, and recovering this data later with
computational methods. Recovering high-quality images from un-
dersampled MRI data is an ill-posed inverse imaging problem with
a forward model that can be mathematically expressed as

y = F𝑝 (x) + 𝜖, (16)

where x ∈ C𝑁 is the underlying image, the operator F𝑝 : C𝑁 →
C𝑀 , with𝑀 < 𝑁 , denotes the partially-sampled Fourier transform,
and 𝜖 ∼ N (0, 𝜎𝑛𝐼𝑀 ) is the additive white Gaussian noise. The data-
fidelity term, for the MRI reconstruction, isD(x) = 1

2 ∥y−F𝑝 (x) ∥2
whose proximal operator is described in [Eksioglu 2016].

With this forward model in hand, ∇-Prox facilitates using ADMM
with learned plug-and-play (PnP) denoising prior via the following
lines of code

x = Variable()

objective = csmri(x, b) + deep_prior(x, 'unet')

out = Problem( objective ).solve(method='admm')

As an initial setting, we use a learned denoiser based on a UNet
[Ronneberger et al. 2015] as a deep PnP prior, to quickly achieve com-
petitive quantitative and qualitative results. We report our findings
in Table 3. To further improve the performance, ∇-Prox implements
several denoising prior architectures and allows users to switch to
more advanced DRUNet [Zhang et al. 2021] by setting the option of
deep_prior from 'unet' to 'drunet'9 to obtain an improvement of
about 0.3 dB on PSNR.
It is often beneficial to specialize the deep prior to the specific

problem at hand.With the variety of differentiable solvers supported
in ∇-Prox, users can optimize the deep prior by either unrolling
optimization iterations or using deep equilibrium learning. As dis-
cussed above, both approaches can be implemented with only a few
additional lines of code, specializing the solver and calling the train-
ing procedures. Table 3 lists the results achieved by utilizing these
9∇-Prox supports several built-in denoiser. For custom denoiser, users can pass a
denoiser instance that implements a denoise function.

Table 3. Quantitative evaluation (PSNR) of CS-MRI reconstruction. The
best and second-best scores are highlighted and underlined.

Method Medical7 MICCA
4x/n5 4x/n15 4x/n5 8x/n5

RecPF [Yang et al. 2010] 28.67 25.58 33.05 28.35
ISTANet [Zhang and Ghanem 2018] 31.34 28.38 35.46 31.62
IRCNN [Zhang et al. 2017b] 31.36 27.94 35.80 31.66
TFPnP [Wei et al. 2022a] 31.81 28.58 36.17 32.69

∇-Prox

PnP with UNet 31.42 28.18 35.04 31.66
DRUNet 31.78 28.43 35.57 32.19

Learn Prior with Unroll 31.86 28.66 36.25 32.56
DEQ 31.32 28.52 35.80 32.28

Learn Scheduler for UNet 31.82 28.57 36.21 32.70
DRUNet 32.66 28.91 36.64 33.22

two strategies for prior learning in ∇-Prox. We observe consistent
improvements over the vanilla PnP (UNet) solver in all tested CS-
MRI settings with unrolling while there is one exception for DEQ.
However, we note the DEQ solver requires less than a third video
memory (e.g. 6 GB versus 20 GB in our case), making it particularly
amenable to handling large-scale problems.

Automatic Parameter Tuning and Termination Time Prediction.
Learning an internal algorithm parameter schedule is another es-
sential task in proximal algorithm development. ∇-Prox allows for
automatic parameter tuning with reinforcement learning [Wei et al.
2022a]. With a few lines of code, our vanilla PnP solver can be
equipped with a policy network for optimal parameters and termi-
nation time prediction. The training is efficient and can be completed
within in a few hours on one modern GPU device. The findings in
Table 3, "Learn Scheduler for DRUNet", indicate that the resulting
solver can achieve favorable performance just by parameter tun-
ing. The qualitative results in Figure 7 also confirm this finding,
highlighting the benefit of parameter and prior optimization using
differentiable proximal algorithms.
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5.4 Integrated Energy System Planning — Learning
Efficient Solvers

Next, we demonstrate ∇-Prox on a seemingly orthogonal problem
domain, integrated energy system planning domain — a field that
describes the energy system in mathematical models typically for-
mulated as optimization problems. Solving energy planning tasks
is essential in the transition to climate neutrality of regional and
global energy systems, providing decision support to policymak-
ers by gaining insights into complex interactions and dynamics of
increasingly integrated energy systems [Böttger and Härtel 2022;
Craig et al. 2022; Frischmuth et al. 2022; Härtel and Korpås 2021].

The planning problems corresponding to large-scale energy sys-
tems (easily up to 100million decision variables) are typically formu-
lated as continuous linear programming (LP) [Vanderbei et al. 2020].
Evenwith tailored decomposition approaches and high-performance
linear optimization solvers, such as Gurobi [Gurobi Optimization
2018], the solution to energy system planning problems has ap-
proached limits in practice due to increasing complexity and uncer-
tainty in real-world applications. In extremely large instances, the
state-of-the-art simplex and interior-point methods (e.g., HiGHS
[Huangfu and Hall 2018] and Gurobi Barrier solvers) become in-
tractable in practice due to memory-intensive matrix factorizations.
A computationally-tractable alternative is to employ first-order
solvers, such as ADMM-based ones (e.g., SCS [O’Donoghue 2021]
and OSQP [Stellato et al. 2020]), that use efficient matrix-vector op-
erations at cores. However, the performance of first-order methods,
especially the convergence speed, is highly susceptible to its pa-
rameter setting, where a bad choice of parameters often leads to an
exponentially lengthy optimization trajectory toward convergence.
This is particularly pronounced in energy system planning, where
the constraint matrices tend to be poorly scaled and ill-conditioned.
Here, we demonstrate that ∇-Prox, albeit initially developed for

large-scale visual problems, is also especially suited to cope with
the challenges above. It provides differentiable first-order proximal
solvers that can be readily applied to large-scale linear programming
problems without requiring excessive memory. Solver differentia-
bility naturally provides a tool for automating parameter selection,
which is key to our approach. We use ∇-Prox to find a simple yet
effective instance-specific parameter tuning strategy motivated by
self-supervised learning [Sun et al. 2020b]. For any test LP instance at
hand, we first perform a fast test-time parameter adaption that seeks
internal parameters specifically tailored to the tackled problem and
then run the solver until convergence with the searched parameters.
In the parameter adaptation phase, we unroll the proximal solver
with a small number of fixed iterations (e.g., 10 iterations) and use
the unrolled solver to tackle the target LP problem. We measure the
convergence behavior (i.e., the primal and dual residuals and their
relative convergence tolerance) and we define a convergence loss
(see Supplementary Material for details) that can be backpropagated
to algorithm parameters to encourage fast convergence, owing to
the differentiable nature of our solver. In practice, we find only 10
gradient updates using Adam optimizer [Kingma and Ba 2014] is
sufficient to find an optimal parameter setting, where the extra over-
head of this training phase is marginal compared with the solving
phase.

Table 4. Problem scales (the sparse constraint matrix size𝑚 × 𝑛 with the
total number of nonzero elements𝑛𝑛𝑧) of integrated energy system analysis
and planning test instances (P1/P2/P3).𝑚 and 𝑛 indicate the number of
constraints and the dimension of decision variables, respectively.

Problem Scale P1 P2 P3
𝑚 70,884 683,312 44,785,224
𝑛 35,176 324,150 23,234,424
𝑛𝑛𝑧 167,783 1,422,090 110,066,529

Table 5. Quantitative comparison of different LP solvers on three energy
system analysis and planning instances (P1/P2/P3) with different problem
scales (small/medium/large). We report memory consumption (M / GB) and
running time (T / s) for quantitative comparison. All problem instances are
solved in moderate precision (relative tolerance 𝜖rel = 10−6). We set the
maximum iterations to 106, and the peak memory usage to 32 GB. "OOM"
and "OOT" denote out-of-memory and out-of-time errors respectively. Note
that memory use and running time are measured on the solvers’ compute
hardware: NVIDIA A100 GPU for ∇-Prox, and Intel(R) Xeon(R) Gold 6246R
CPU @ 3.40GHz (32 physical cores) for others.

Solver P1 P2 P3
M T M T M T

Gurobi 10.0 [2018] 2.2 4.4 3.3 153.0 OOM N/A
HiGHS 1.2.2 [2018] 1.6 30.4 1.7 2800.1 OOM N/A
CVXPY-SCS [2021] 1.7 2150.0 2.0 OOT 19.6 OOT
CVXPY-OSQP [2020] 1.5 594.3 1.6 OOT 26.8 OOT
∇-Prox (native) 1.3 150.0 1.5 238.3 14.3 17695.2
∇-Prox (params adapted) 1.8 101.8 8.7 192.7 OOM N/A

Next, we test the energy system planning problem instances10
with diverse problem scales, whose decision variable dimension
ranges from 104 to 107 (See Table 4 for a summary). Implementing
linear programming in ∇-Prox can be achieved via

x = Variable()

prob = Problem(c @ x, [A_ub @ x <= b_ub, A_eq @ x == b_eq])

out = prob.solve(method='admm', adapt_params=True)

where c denotes the cost vector, A_ub, b_ub and A_eq, b_eq form the
inequality and equality constraints, respectively. The quantitative
results of different LP solvers on three representative integrated
energy system planning instances are summarized in Table 5. It can
be seen that the state-of-the-art solvers Gurobi (Barrier) and HiGHS
perform well on small (P1) and medium (P2) scale problems but
struggle to tackle the large-scale problem (P3) which runs out-of-
memory. Off-the-shelf first-order solvers (SCS and OSQP), on the
other hand, are stuck in tailing-off scenarios with slow converge.
Without bells and whistles tailored for LP (e.g., the advanced Pre-
solve techniques [Achterberg et al. 2020; Andersen and Andersen
1995] employed by Gurobi), ∇-Prox provides the only solver that
successfully tackles all problem instances within reasonable runtime
and memory constraints. Its convergence can be further improved
by fast parameter adaptation exploiting its differentiable structure,

10These instances are created by a modeling framework similar to established single-
period energy system models, e.g., SCOPE SD [Härtel and Ghosh 2022] or PyPSA-Eur-
Sec [Neumann et al. 2022]. Please see Supplementary Material for a detailed problem
description of the underlying modeling framework.
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Table 6. Quantitative comparison (PSNR) of different parameter setting
strategies. With only two lines of extra code in ∇-Prox, we show stronger
performance for a number of image processing tasks. We abbreviate the
single image super-resolution and hyperspectral compressive sensing [Fu
et al. 2022] as SISR and HCS respectively. See Supplementary Material for
the detailed setting of each task.

Strategy Deblur Demosaic Inpainting SISR HCS

Fixed 33.43 35.97 36.78 34.89 34.48
Log Descent 33.43 37.22 36.78 34.89 34.48
RL (∇-Prox) 39.54 40.04 39.56 35.25 34.86

which suggests a promising direction toward learning-based solvers
for time-honored linear programming problems. It is also worth
noting that state-of-the-art LP solvers (Gurobi and HiGHS) algorith-
mically better map to CPU-model computing rather than the GPU
model. This is an application domain where GPU-based implemen-
tations are often inferior to CPU-based implementations. To the
best of our knowledge, our work is the first demonstration of GPU-
accelerated proximal algorithms outperforming state-of-the-art LP
solvers in large-scale LP problems.

5.5 Rapid Differentiable Solver Prototyping Analysis
In the following, we perform additional analysis of the rapid pro-
totyping capabilities of ∇-Prox with respect to solver parameter
setting strategies, choice of proximal algorithm, and choice of regu-
larizers. We validate that these knobs, which can be changed with a
few lines of code in ∇-Prox, play an essential role in rapid algorithm
development.

Effect of Solver Parameter Setting Strategies. The proximal algo-
rithms in ∇-Proxcan be sensitive to their hyperparameters. This
traditionally requires a large bunch of trial-and-error for finding
the optimal ones. With the differentiable solvers in ∇-Prox, this
process can be automated using the learned automatic scheduler, as
previously discussed in Section 4.5. Specifically, we here compare
the automatic parameter tuning with fixed manual tuned param-
eter settings [Heide et al. 2014], i.e., a single value is used across
iterations for each parameter, and log-descent parameter setting
strategy [Zhang et al. 2021] where parameters are gradually de-
cayed in log space from an upper bound to a lower bound. We find
the optimal value and bounds for fixed and log-descent parameter
setting strategies via brute-force search, and train the automatic
parameter schedulers with a small calibration dataset that contains
only 200 images in hours. All the experiments for different tasks are
conducted with a single deep denoising prior [Lai et al. 2022; Zhang
et al. 2018, 2022] and the ADMM algorithm. The experimental re-
sults are reported in Table 6. We see that the performance of our
automatic strategy consistently outperforms the fixed parameter
setting and log-descent strategies on a variety of tasks, with only
two lines of extra code for each task, illustrating the advantage of
∇-Prox for rapid prototyping.

Effect of Different Proximal Algorithm Choices. The abstraction
of proximal algorithms and automatic parameter tuning of the pro-
posed DSL facilitates employing different proximal algorithms. In

Table 7. Quantitative comparison (PSNR) of different proximal algorithms
on color image demosaicking and deblurring. The parameters of all algo-
rithms are fully automatically set via ∇-Prox using RL-based schedulers.

Tasks Demosaic Deblur CSMRI

ADMM [Boyd et al. 2011] 40.72 36.56 28.58
HQS [Geman and Yang 1995] 40.77 39.61 27.91
Linearized ADMM [Boyd et al. 2011] 41.34 40.71 28.50
Pock Chambolle [Chambolle and Pock 2011] 35.11 40.18 25.48

Table 8. Quantitative comparison (PSNR) of rapid prototyping with different
regularizers on color image deblurring. We use ADMM with an RL-based
automatic parameter scheduler for solving the problem.

TV Non-Negativity Deep Prior PSNR

✓ ✗ ✗ 33.79
✓ ✓ ✗ 34.48
✗ ✗ ✓ 36.12
✓ ✓ ✓ 36.80

practice, an algorithm can be changed via the change of a single line
of code, e.g., switch solver='admm' to solver='hqs'. We experi-
ment with four different proximal algorithms, i.e., ADMM [Boyd
et al. 2011], linearized ADMM [Boyd et al. 2011], HQS [Geman and
Yang 1995], and Pock Chambolle [Chambolle and Pock 2011], on
three image reconstruction tasks, deblurring, demosaicking, and
CSMRI. The experimental results are shown in Table 7. We observe
that linearized ADMM generally works best in conventional deblur-
ring and demosaicing, but worse than vanilla ADMM in CSMRI.
Overall, the key finding is that different algorithms perform differ-
ently for different applications, and ∇-Prox facilitates fast experi-
mentation with them.

Effect of Regularizers. The most successful existing methods [Wei
et al. 2022a; Zhang et al. 2021] in learned image optimization focus
on designing a single regularizer and applying it to different tasks.
This approach is largely due to the fact that designing different reg-
ularizers is laborious, especially due to extensive manual parameter
tuning, and implementing algorithms with different regularizers
is complex and error-prone. Enhanced with automatic parameter
tuning, we validate that ∇-Prox facilitates testing the effect of dif-
ferent regularizers with the change of a line of code, see Table 8.
With a margin of 3 dB, we show that rapidly changing and adding
regularizers can drastically improve image quality in conventional
image reconstruction problems.

5.6 Discussion and Limitations
∇-Prox versus ProxImaL. ∇-Prox takes a step towards bridging

the gap between model-based proximal optimization and learning-
based deep-learning algorithms. Built on top of ProxImaL [Heide
et al. 2016], ∇-Prox is equipped with numerous algorithmic and
engineering improvements that lift its modeling capabilities to sup-
port a wide spectrum of features and applications beyond the reach
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of ProxImaL. Specifically, ∇-Prox decouples the proximal optimiza-
tion modeling into three-layer abstractions: problem formulation,
solver choices, and training strategies. Components from different
layers can be freely chosen and combined, rendering it flexible to
experiment with various algorithms in lieu of conventional coupled
implementations. The design space is substantially larger than Prox-
ImaL as a result of the new layer of abstraction (training) enabled
by full differentiability, thus opening up new solvers and applica-
tions (e.g. forward optical model optimization, model-free image
processing, and non-visual tasks).

Limitations. The RL strategy supported in ∇-Prox is tailored
mainly towards determining sample-specific optimal termination
time and other optimization-specific parameters. In the future, RL-
based solver optimization could be used to optimize entire algo-
rithmic blocks (such as update rules) in the solver. The compila-
tion could be further improved by taking the distributed nature
of variable-splitting-style proximal algorithms into account [Boyd
et al. 2011]. In this work, we focus on the algorithmic designs for
reducing memory consumption incurred by optimization loop differ-
entiation, while compiler techniques, such as checkpointing, are not
fully explored in ∇-Prox. Finally, the high degree of encapsulation
in ∇-Prox programming can make solver debugging challenging.
To facilitate solver development, several debugging utilities had to
be built into ∇-Prox.

6 CONCLUSION
We introduce ∇-Prox as a domain-specific modeling language and
compiler for differentiable proximal algorithms that solve large-scale
optimization problems. ∇-Prox allows users to specify optimiza-
tion objective functions of unknowns concisely at a high level and
compiles the problem into compute- and memory-efficient differen-
tiable solvers. To make proximal algorithms efficiently differentiable,
∇-Prox looks beyond classic auto-differentiation mechanisms and
relies on equilibrium learning and reinforcement learning-based bi-
level optimization schemes that do not require unrolling algorithms
into lengthy compute graphs. As such, the proposed DSL supports
hybrid model-based and learning-based solvers that merge proximal
optimization with deep neural network pipelines — seamlessly inte-
grating with modern deep learning frameworks such as PyTorch.
We assess ∇-Prox on visual computing problems and large-scale
planning problems with findings that demonstrate the DSL allows
for rapid experimentation with a variety of learned solvers and train-
ing approaches without the pain of manually implementing these
methods and training schemes. With a few lines of code, we find
that ∇-Prox can generate solvers for diverse problems from com-
putational optics to integrated energy system planning of Europe’s
energy grid towards climate neutrality – each with state-of-the-art
performance, task-optimized as a result of the differentiable solvers
that allow for parameter and model optimization using stochastic
gradient bi-level optimization. Exciting areas for future research
include modeling the forward model, or the proximal algorithm
itself, as a learnable program and the symbiosis of the proposed dif-
ferentiable algorithms with differentiable rendering forward models
– challenging research areas we hope this work can accelerate with
its rapid prototyping capabilities.
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